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Abstract—Fully homomorphic encryption (FHE) enables the
protection of data privacy at the cost of significantly higher com-
putational demands. To alleviate its memory-bound bottlenecks,
dataflow optimizations that maximize on-chip data reuse and
minimize off-chip accesses could be leveraged. In this work, we
exploit the opportunities of cross-operator dataflow optimizations
in FHE accelerators, and propose a hardware-software co-design
called CROPHE. On the hardware level, instead of overly-
specialized functional units, CROPHE provisions a homogeneous
and unified architecture that allows for flexible resource alloca-
tion and operator mapping. On the software level, the scheduling
framework of CROPHE takes a comprehensive and systematic
approach to explore various spatial and temporal data pipelining
and sharing schemes across multiple operators, resulting in more
efficient dataflow than prior work. We also propose novel cross-
operator dataflow optimizations for the unique operators in FHE
including number theoretic transforms and homomorphic rota-
tions. The evaluation shows CROPHE significantly outperforms
state-of-the-art designs by 1.77× to 4.86×.

Index Terms—homomorphic encryption, domain-specific accel-
erator, dataflow

I. INTRODUCTION

With the rapid development of advanced machine learning
algorithms (e.g., large language models) and their deployment
on public cloud platforms, data privacy becomes a primary
concern when users send their private data and queries to cloud
servers. Privacy-preserving computing [17], [22], [38], [48]
emerges as a new paradigm, which leverages modern cryp-
tographic protocols to protect data during processing. Fully
homomorphic encryption (FHE) is one powerful category of
this kind [8], [9], [16], [20]. It can perform computations on
encrypted ciphertext data, and the decrypted results would
match those of the corresponding plaintext computations.

Despite the fascinating privacy-preserving capability, the
Achilles’ Heel of FHE is the excessive computational cost,
in terms of both the much more complicated ciphertext oper-
ations and the largely expanded ciphertext data volumes com-
pared to plaintext processing. Consequently, many domain-
specific hardware accelerators for FHE have appeared [2],
[3], [33]–[35], [49]–[51], [59]. They usually provision a large
number of specialized functional units for each FHE opera-
tion, with abundant on-chip data buffers to avoid excessively
accessing the slow and expensive off-chip memory.

Nevertheless, a critical issue of FHE algorithms, such as
the widely used CKKS protocol [16], is their memory-bound
∗Both authors contributed equally to this research.

nature [2]. Instead of relying on huge on-chip buffers and
expensive high-bandwidth off-chip memories, a more cost-
efficient approach is to optimize the dataflow scheduling of
FHE accelerators, in order to maximize their on-chip data
reuse and minimize the off-chip data accesses. Dataflow op-
timizations have been extensively studied and demonstrated
successful for deep neural network accelerators [10], [12],
[21], [37], [42], [55], [58]. In FHE algorithms, we find that
rather than intra-operator dataflow that mainly relies on loop
tiling and reordering within an operator, efficiently reusing
data across different operators is more critical, because there
are only few (e.g., two or three) loop dimensions in each opera-
tor, but the dependencies between operators are complex. Such
cross-operator dataflow techniques could include forwarding
the intermediate ciphertext data between adjacent operators
without spilling to off-chip, and sharing the commonly needed
auxiliary constant data among multiple co-running operators
of the same type.

While some prior designs [2], [35] have preliminarily started
to borrow the idea of cross-operator dataflow scheduling
from deep neural networks to FHE, their strategies still face
several inefficiencies. On one hard, their optimizations lack a
systematic perspective. They are limited to simple cases (e.g.,
a few manually-designed operator fusion schemes), and only
handle the intermediate ciphertext data but leave the other
auxiliary data uncovered. Moreover, they also lack effective
support for the unique operators in FHE, such as number
theoretic transforms (NTTs) and automorphisms. On the other
hand, existing designs all use several types of functional units
that are overly specialized to individual FHE operators, with
a fixed ratio of each type on the chip. This rigid architecture
cannot efficiently support cross-operator dataflow schemes that
require co-running various operators together on-chip. When
the scheduled FHE operators mismatch with the fixed ratio
of the accelerator’s functional units, some hardware resources
would be left underutilized with degraded performance.

In this work, we propose CROPHE, a hardware-software
co-design approach to exploit cross-operator data reuse with
optimized dataflow scheduling on FHE accelerators. On the
hardware level, CROPHE provisions a set of homogeneous
and unified processing elements (PEs), each of which can
be used to execute any type of FHE operator, without over-
specialization. Such flexibility of resource allocation and op-
erator mapping allows us to schedule arbitrary kinds and



amounts of operators to co-run on the chip while still maintain-
ing high utilization. This is necessary when supporting cross-
operator dataflow which involves many operators.

On the software level, CROPHE presents a comprehensive
hierarchical cross-operator dataflow design space. For the
intermediate ciphertext data between adjacent operators, we
support pipelining them from the producer to the consumer;
for the auxiliary constant data such as homomorphic evaluation
keys, we allow sharing them on-chip if they are needed
by multiple operators that are currently co-running. Such
pipelining and sharing can be realized either in a spatial
manner on multiple nearby hardware PEs, or in a temporal
way on the same PE. Furthermore, the key benefit is the ability
to pipeline/share in a fine granularity to save the required on-
chip buffer space to hold these reused data.

In addition, we also propose two novel dataflow optimiza-
tions that allow for pipelining/sharing of more operators in
finer granularities. The first one targets the NTT operation,
leveraging the widely known decomposition method in a
novel way to reduce the occurrences of data access pattern
changes, which would otherwise break fine-grained pipelining.
The second one targets the sharing of evaluation keys in
homomorphic rotations, combining two previous proposals [2],
[34] into a more balanced hybrid scheme, which also creates
cross-operator sharing opportunities that are previously absent.

We evaluate the optimized dataflow schemes systematically
discovered by CROPHE against several state-of-the-art accel-
erator designs [33]–[35], [51] and dataflow techniques [2].
With similar area budgets, CROPHE outperforms the best
among the baselines by 1.77× to 4.86× on several typical FHE
workloads. The benefits of CROPHE would increase if we
further shrink the on-chip SRAM capacity. These performance
improvements are mainly from the significant reduction of
data accesses to the on-chip global buffers and the off-chip
memory, which in turn results from the increased data reuse
in the corresponding cheaper levels of the memory hierarchy.

II. BACKGROUND AND RELATED WORK

In this section, we describe the fully homomorphic encryp-
tion (FHE) algorithms, and summarize the recent hardware
accelerator designs to alleviate their performance challenges.

A. Fully Homomorphic Encryption (FHE)

Common FHE schemes include BGV [8], B/FV [9], [20],
CKKS [16], etc. While the former two focus on integer data,
CKKS enables fixed-point arithmetics that are particularly
important for privacy-preserving data analysis applications,
e.g., private inference on deep neural networks (DNNs) [17],
[22], [38], [48]. Its approximate nature also enables much
better performance. Thus we choose CKKS as the state-
of-the-art FHE representative, but our techniques are also
conceptually applicable to other schemes.

Ciphertext format. In CKKS, a vector of values is first
encoded into a plaintext, and then encrypted into a cipher-
text ct = (b(X),a(X)) that consists of two polynomials in
ZQ[X ]/(XN +1). Each of such polynomials has N coefficients

in ZQ (integers modulo Q). N is typically a power of 2
between 214 and 218 [35], and Q should be thousands of
bits long, both to meet the required security level. To avoid
expensive arithmetics on wide integers in ZQ, a standard
optimization is to leverage the Chinese Remainder Theorem
to construct a Residue Number System (RNS) [4], [5], [15].
Specifically, the large modulus Q is decomposed into the
product of ℓ+1 smaller (e.g., less than 64 bits) prime numbers
q0q1 . . .qℓ called the RNS bases, and correspondingly a number
in ZQ can be represented by ℓ+1 smaller numbers in Zq0 ×
Zq1×·· ·×Zqℓ . Moreover, additions and multiplications in ZQ
become element-wise additions and multiplications in the RNS
domain. In this way, each of b(X) and a(X) is decomposed to
ℓ+ 1 limb polynomials each with N coefficients, and can be
viewed as an (ℓ+1)×N matrix.

Homomorphic operations. CKKS allows certain homo-
morphic operations performed on ciphertexts, whose outputs,
after decryption, equal to the corresponding plaintext operation
results. For example, HAdd (homomorphic addition) adds
the polynomials ctadd = ct0 + ct1 = (b0(X)+ b1(X),a0(X)+
a1(X)). HMult (homomorphic multiplication) first does a
tensor product between ct0 and ct1

ct0×ct1 = (d0(X),d1(X),d2(X))

=(b0(X)·b1(X),a0(X)·b1(X)+b0(X)·a1(X),a0(X)·a1(X))

Then with the help of an evaluation key evk, a key-switching
primitive converts the above result into a ciphertext ctmult =
(d0(X),d1(X))+KeySwitch(d2(X)), which can be decrypted
by the original secret key.

KeySwitch(d(X)) = P−1(d(X) ·evk)) (1)

The polynomial multiplications in HMult can be optimized
using number theoretic transforms (NTTs) with O(N logN)
complexity. Similar to a fast Fourier transform (FFT), an NTT
converts a polynomial a(X) from the coefficient representation
to the NTT representation ã(X), using a set of constant twiddle
factors. Then, a polynomial multiplication in the coefficient
representation becomes an element-wise multiplication in the
NTT representation. Usually the polynomials in FHE process-
ing are kept in the NTT representation for efficient additions
and multiplications.

The key-switching flow is shown in Figure 1. The evaluation
key evk consists of two polynomials in ZPQ/(XN + 1) each
of shape (k + ℓ+ 1)× N, where P is a special modulus
decomposed to a set of extended RNS bases p0 p1 . . . pk−1.
Therefore, in Equation (1), d2 must be first converted from
ZQ to ZPQ through a process called base conversion (BConv),
then multiplied with evk, and finally converted from ZPQ back
to ZQ with BConv again. BConv requires data to be converted
back to the coefficient representation through the inverse-NTT
(iNTT) primitive. This results in a typical sequence of iNTT
→ BConv → NTT as shown in Figure 1.

To ensure sufficient security, the special modulus P must
be large enough compared to the ciphertext modulus Q,
resulting in high computation and storage cost. A critical
optimization is to decompose ct and evk into β = ⌈(ℓ+1)/α⌉
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Fig. 1. Computation and data patterns of key-switching.

digits, each corresponding to α limbs [25]. Then P only
needs to be larger than the product of the α RNS bases qi’s
within each digit rather than all qi’s, i.e., setting k = α when
p j’s and qi’s are close. This makes the evk shape become
2×dnum× (α + ℓ+1)×N, in which dnum is the maximum
β for ℓmax = L. BConv is now applied to each of the β

digits independently, multiplying each α ×N matrix with a
constant matrix to obtain a result matrix of (α+ℓ+1)×N. The
multiplication with evk is then an inner-product between two
β×(α+ℓ+1)×N tensors reducing along the β dimension. In
summary, key-switching involves multiple steps: digit decom-
position (Decomp), BConv to wider fields (ModUp), inner-
product with evk (KSKInP), and BConv back (ModDown).

Besides the above HAdd and HMult that work on two
ciphertexts, CAdd/CMult and PAdd/PMult process a ciphertext
with a constant scalar and a plaintext, respectively, using
simple element-wise operations. Also, HRot (homomorphic
rotation) circularly rotates the plaintext values across the
vector slots in a ciphertext. It consists of two steps. An
automorphism first permutes the coefficients of polynomial
a(X) with the index mapping i→ i ·5r, where r is the rotation
amount. The result is denoted as a(X5r

). Then a key-switching
as in Equation (1) is applied to obtain ctrot(r) = (b(X5r

),0)+
KeySwitch(a(X5r

)). Note that the HRot evk is different from
that of HMult. Actually, each rotation amount r requires a
different evk.

Multiplicative level and bootstrapping. Unfortunately, the
above homomorphic operations, especially CMult, PMult, and
HMult, would increase the noise in the ciphertext and even-
tually make it undecryptable. To mitigate this issue, CKKS
scales the ciphertext down after each multiplication to keep
the noise error tolerable. With RNS, such scale-down can be
efficiently realized as dividing the ciphertext by the last prime
modulus qℓ and removing it from the RNS bases, until there
is only one modulus q0, at which point we have to “refresh”
the ciphertext with a special procedure called bootstrapping.
We call the current number of ciphertext moduli ℓ as the
(multiplicative) level, and the maximum level is L. Essentially,
bootstrapping homomorphically transforms a ciphertext under
q0 into a new ciphertext under Π

L−Lboot
ℓ=0 qℓ. Note that bootstrap-
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Fig. 2. An example of PtMatVecMult using BSGS.

ping itself contains a number of multiplications (see below),
and consumes a certain number of levels Lboot.

The major parts of bootstrapping [7], [14], [25] transform
the coefficients of the plaintext polynomial to the ciphertext
vector slots (CoeffToSlot), homomorphically evaluate a mod-
ular reduction (EvalMod), and then transform the coefficients
back (SlotToCoeff). Both CoeffToSlot and SlotToCoeff involve
plaintext matrix-vector multiplications (PtMatVecMult), and
EvalMod uses a series of HMult and CMult operations to
calculate a high-degree polynomial function.

The PtMatVecMult kernel can be calculated in an optimized
way called baby-step giant-step (BSGS) [23], as shown in
Algorithm 1 and Figure 2. Essentially, for an n× n plaintext
matrix, we split n into n1×n2 where n1,n2∼

√
n. This reduces

the number of rotations from O(n) to O(
√

n).

Algorithm 1: PtMatVecMult using BSGS.
Input: a ciphertext ct encrypting a vector of length n, an

plaintext matrix M of size n×n and n = n1×n2.
Output: ct′ = M×ct.

1 for i← 1 to n1−1 do
2 cti = HRoti(ct); // baby-step rot

3 ct′← (0,0);
4 for j← 0 to n2−1 do
5 r← (0,0); // psum
6 for i← 0 to n1−1 do
7 r← HAdd(r,PMult(cti,Rot−n1· j(M

n1· j+i
diag ));

8 ct′← HAdd(ct′,HRotn1· j(r)); // giant-step rot

9 ct′← HRescale(ct′);

Summary. In short, CKKS consists of the following basic
operators: element-wise tensor additions/multiplications, ma-
trix/tensor multiplications (e.g., BConv, inner-product), NTTs,
and automorphisms.

B. Hardware Acceleration for FHE

Modern FHE schemes commonly work on huge amounts
of data (e.g., N up to 218), with each data element being
a very wide integer number (e.g., logQ up to thousands of
bits) or dozens of narrow numbers if decomposed. These
characteristics put challenges on both computations and data
accesses. The numerous wide modular arithmetic operations



result in high computational demands; the large memory foot-
prints of up to GB-level data cause memory access bottlenecks.
Traditional CPUs have insufficient computation capabilities.
GPUs, while being highly parallel, lack specialized modular
arithmetic units as well as efficient memory hierarchy and data
communication optimizations. They also exhibit the general-
purpose overheads like register file access and instruction
control cost. As a result, many specialized accelerators have
been designed to boost the performance of FHE.

Early FHE accelerators [49], [54] were only designed
for specific parameters such as N and L. F1 [50] was the
first programmable FHE accelerator that supported flexible
parameters. It adopted many functional units for wide vector
modular arithmetics, as well as specialized units for NTT and
automorphism. BTS [35] and CraterLake [51] further enabled
efficient bootstrapping support to scale to more complex FHE
workloads. They introduced new hardware units and dataflow
schemes for key primitives like BConv, NTT, and automor-
phism. ARK [34] mainly focused on the memory bottleneck
due to large amounts of off-chip data accesses. It proposed
algorithm optimizations to improve data reuse and trade extra
computations for fewer data accesses. SHARP [33] exploited
the impact of machine word size choices and concluded that
36-bit words achieve the best balance. It also used a hierarchi-
cal microarchitecture together with careful data scheduling to
reduce the on-chip buffer capacity. BitPacker [52], on the other
hand, proposed algorithmic enhancements to CKKS to more
densely pack data into machine words, reducing unused bits
that waste datapath and storage resources. MAD [2] focused
on the memory bottleneck of FHE workloads, and proposed a
series of both hardware (e.g., data caching, operation fusion)
and algorithm (e.g., operation merging, hoisting) optimizations
to reduce off-chip memory accesses.

Poseidon [59] and FAB [3] were two FPGA-based FHE
accelerators. The former decomposed key homomorphic op-
erations into low-level primitives in order to share hardware
functional units; the latter proposed specific schemes to fit data
within limited FPGA on-chip SRAM and also explored multi-
FPGA scale-out solutions. There also have been accelerator
designs that support the new torus FHE (TFHE) protocols [1],
[18], [44], [45], [61], which are orthogonal to our work.

III. CROSS-OPERATOR SCHEDULING

A. Motivation

With the excessive volumes of ciphertexts and auxiliary
data such as evaluation keys and BConv constant matrices,
many FHE operators are highly memory-intensive, with low
compute-to-data ratios as demonstrated in prior work [2]. To
alleviate the memory bottleneck, an efficient approach is to
optimize the dataflow scheduling methods to maximize on-
chip data reuse and minimize off-chip memory accesses. Such
an approach has already been demonstrated successful for deep
neural network (DNN) accelerators, with extensive studies
exploring the rich design spaces of both intra-operator loop
transformations [12], [27], [29], [37], [39], [42], [58] and
cross-operator data forwarding [10], [21], [55].

When borrowing this idea from the DNN accelerators to
the FHE domain, we argue that we should primarily focus
on cross-operator data reuse rather than intra-operator reuse.
This is because the reuse patterns within most individual FHE
operators are relatively simple. For instance, element-wise
operators are streaming with no data reuse. For BConv, the
constant matrix of size (α + ℓ+1)×α is small enough (e.g.,
< 1000 elements for α and ℓ around 10s) to easily fit into the
on-chip buffers. The inner product with evk only reduces along
β , so it can stream in each chunk of β elements, following the
O(β ) caching technique in MAD [2] to fully reuse all data.

In contrast, cross-operator dataflow is more critical in FHE.
On one hand, a typical FHE program could involve many
FHE operators with complex producer-consumer dependencies
between them, making data reuse across operators non-trivial
to optimize. On the other hand, the cross-operator intermediate
ciphertext data volumes are significant compared to the mostly
simple operators with no (e.g., element-wise) or small amounts
(e.g., BConv) of other constant data. Even for the large
evk, previous designs like SHARP have observed that the
working set size is more sensitive to the number of temporary
ciphertexts than the evk [33].

Limited dataflow techniques. Several designs have prelim-
inarily exploited cross-operator data reuse. For example, BTS
adopted a specific timing schedule to execute the operators in
an HMult [35]. MAD leveraged operator fusion to efficiently
cache the intermediate data across adjacent operators [2].
However these existing designs are rather limited and lack
systematic methodologies. First, their schemes are restricted
to a few special cases. The BTS schedule is only for HMult;
and MAD only proposes a few individual manually-designed
optimizations. Second, the existing operator fusion techniques
in MAD mainly target the intermediate ciphertexts, but not the
constant auxiliary data like evks, leaving ample opportunities
unexploited. Third, their designs only support regular com-
putations. When encountering operators that exhibit complex
data permutations, e.g., NTT and automorphism, operator
fusion must terminate, which reduces the data reuse scope.
To overcome these issues, we aim to propose a more compre-
hensive framework for more systematic dataflow scheduling.

Overly specialized hardware resources. Furthermore, to
maximally reuse data across operators, it is desired to be able
to flexibly group various numbers of operators for co-running
on-chip. With a fixed on-chip buffer capacity, operators with
few data to cache can form a larger group to simultaneously
reside on-chip, while we can only fit a few operators if each
needs massive data. This in turn requires us to flexibly allocate
the on-chip compute resources to the various number of opera-
tors. Unfortunately, most existing FHE accelerators use overly
specialized functional units for each operator type, with a fixed
ratio of different functional units provisioned on hardware. For
example, almost all state-of-the-art accelerators consist of sep-
arate functional units for element-wise addition/multiplication,
NTT, automorphism, and BConv [33]–[35], [50], [51]. MAD
does not specify their own hardware architecture but follows
the previous designs [2]. Even though Poseidon has lowered
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its representation level, it still uses specialized NTT and
automorphism units separate from the element-wise ones [59].
Such over-specialization would greatly limit the effectiveness
of cross-operator scheduling. On one hand, the fused operator
types must match the hardware functional units. If some
operator types are missing, their hardware units would be
left idle. On the other hand, with different data shapes and
algorithm parameters, different operator groups have diverse
computation demands for each type. It is unlikely that the
varying computation demands always match the hardware
resources, leading to resource underutilization.

B. Our Approaches

In this paper, we systematically study the cross-operator
dataflow scheduling problem, and propose CROPHE, a com-
prehensive framework to thoroughly explore the design space.
CROPHE is a hardware-software co-design. On the hardware
level (Section IV), we use a set of homogeneous and unified
processing elements (PEs), which are not overly specialized
to specific FHE operators, but any PE can be used to map any
operator. This allows for flexible resource allocations to co-run
arbitrary groups of operators on the accelerator chip, enabling
various cross-operator dataflow scheduling. On the software
level (Section V), we support a comprehensive hierarchical
cross-operator dataflow design space, with both temporal and
spatial operator mappings in both pipelining and sharing man-
ners, which support efficient cross-operator data reuse for both
intermediate ciphertext polynomials and auxiliary constant
data. We further propose two novel optimizations that allow
us to group more operators for higher reuse opportunities.

IV. HARDWARE ARCHITECTURE

We first introduce the hardware architecture of CROPHE,
which mainly consists of a set of homogeneous and unified
processing elements (PEs). The homogeneity allows for flex-
ible resource allocation to various numbers of operators in a
group, making the hardware efficient to support flexible cross-
operator dataflow schemes discovered by CROPHE.

A. Hardware Structures

Figure 3(a) shows the overall architecture of the accelerator
chip. The central part is a 2D array of processing elements
(PEs), connected in a mesh network-on-chip (NoC). The PEs
can access the shared multi-bank SRAM buffers through a
crossbar. On the other side of the chip, an SRAM-based
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transpose unit [33], [50] is provisioned to support fast on-
chip data transposition, also connected to the PEs through a
crossbar. It only needs a few MB capacity, much (e.g., > 10×)
smaller than the data buffers and thus incurring small area
overheads. We optimize the mapping strategies to allow data
transpose operators to use the transpose unit while reducing
the data transfer distances on the NoC (Section IV-B).

Each PE follows the vector-style design and consists of
multiple (e.g., 256) lanes of modular arithmetic units [19],
as illustrated in Figure 3(b). Each lane contains one modular
multiplier, a few modular adders/subtractors, and a small reg-
ister file. We use Barrett reduction for modular arithmetics [6],
similar to previous designs [33], [35]. Each pair of neighbor
lanes can be combined to support the butterfly operation in
NTTs [19]. The inter-lane network across all lanes consists
of several stages of different networks, including a reduction
tree, a constant-geometry network for NTTs [11], [43], and
multiple levels of shift networks for automorphisms [19]. The
area cost of these inter-lane network stages is small compared
to the modular arithmetic units and register files.

The mesh NoC transfers data using lightweight packets,
following the data producer-consumer dependencies that are
statically determined by the operator mapping scheme. Specif-
ically, for each PE that produces some output data, the PEs that
consume these data to execute the next operators are statically
known. Thus the NoC is able to route the data packets cor-
rectly. The communication between the PEs and the transpose
unit is done similarly. Such a packet-based message passing
scheme handles inter-PE communication explicitly. Also note
that packets are transmitted hop-by-hop. Even the whole chip
may have a large scale, the wire length per hop is not very long
and will not become a clock frequency bottleneck. We further
support the multicast functionality in the NoC [13], [28], [31],
[53], which is useful for transferring data shared by multiple
PEs (Section V-A). Switching between operator groups is fully
synchronous; we wait for the completion of the previous group
on all PE, and then start the next group of operators with the
new mapping scheme. The above mechanisms are mature and
widely used in DNN accelerators [10], [21], [55].

B. Operator Mapping

The key feature of our homogeneous hardware architecture
is the ability to support all the various operators in FHE on
the unified PEs, so each PE can be flexibly allocated to any
FHE operator, with minimum resource idleness even when



the cross-operator dataflow varies broadly. We now describe
how to map each FHE operator to the PEs.

For element-wise operators like HAdd and PMult, they can
be directly mapped to the multi-lane PEs in a vector style.
For matrix multiplications like BConv, we further use the
reduction tree in the inter-lane network of each PE, and the
inter-PE NoC links, to reduce the partial sums after element-
wise multiplications. For NTTs, we apply multi-dimensional
decomposition [33], [35], [57], [60] to let the small sub-NTT
size match the number of lanes in a PE, and use the transpose
unit to conduct dimension transpositions. Each sub-NTT in one
PE uses the PE pairs for butterfly operations, and the constant-
geometry inter-lane network for data shuffles [11], [19], [43].
For automorphisms, we follow the prior design [19], which
uses multiple shift stages in the inter-lane network to realize
the required permutations.

CROPHE has two additional requirements. First, each op-
erator may be allocated with varying amounts of hardware
resources, depending on how many operators are co-running.
We allocate resources in the granularity of PEs, i.e., all
the lanes in a PE can be used by only one operator, not
shared by others. Our scheduling framework in Section V
determines the optimized number of PEs allocated to each
operator. Specifically, to ensure all the co-running operators in
a group have balanced throughput, we allocate their numbers
of PEs proportional to their computational loads [21]. Once
the resource allocation is decided, our mapping strategies
described above can be easily extended to use the provisioned
PEs. For example, assume each PE has 256 lanes. For an
element-wise operator with N = 214, we can either use a single
PE with 64 temporal iterations (214 = 256× 1× 64), or use
16 PEs with only 4 iterations (214 = 256× 16× 4). NTTs
and automorphisms also support similar multi-dimensional
decompositions [19], [35], [57] into the three levels of the
intra-PE network, inter-PE NoC, and temporal iteration.

Second, when mapping operators to PEs, we would like
to minimize the data transfer distances between adjacent
operators. We generally follow the horizontal direction to
map consecutive operators from left columns to right ones.
When the number of PEs for an operator is small, we also
allow mixing multiple operators in one column. For example,
Figure 4 maps the first spatial group of operators in Figure 6.
The first three operators, Auto, ⊗, and col-iNTT, follow the
aforementioned pattern. A specific issue to optimize is the
transpose operators, which must be executed on the rightmost
transpose unit. We therefore map the operators after the
transpose from right to left. In Figure 4, after col-iNTT, the
data are directly transferred to the transpose unit, while the
next row-iNTT receives the transposed result and sends its
output to the left. When there are multiple (but usually no
more than two) transpose operators, we split the PE array into
horizontal bands, with the number of rows proportional to the
computational demand of each segment. For example, Figure 4
has two transposes. In summary, the above mapping strategies
are heuristic but already work well. We leave more optimized
mapping as future work as it is not the focus of this work.
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Fig. 5. Cross-operator dataflow taxonomy in CROPHE.

V. SCHEDULING FRAMEWORK

In this section, we introduce the scheduling framework of
CROPHE, which determines the cross-operator dataflow, i.e.,
which operators to group together for co-running, and how
many PEs to allocate to each operator. We first illustrate
a hierarchical taxonomy of cross-operator dataflow that is
highly flexible and more comprehensive than previous ad-hoc
optimizations [2], [35] (Section V-A). We next propose two
novel optimizations, targeting NTT and HRot, respectively,
to make them more friendly to cross-operator data reuse
(Sections V-B and V-C). Then we describe our scheduling
algorithm to identify optimized schemes for a given FHE
workload (Section V-D).

Note that while the cross-operator dataflow scheduling is
conceptually similar to those in DNN accelerators [10], [21],
[55], to our best knowledge it is the first time to formally and
systematically introduce such a framework for FHE accelera-
tors with the specific operator types. In particular, NTT and
HRot are unique in FHE and do not appear in DNNs. Our two
optimizations for them are novel.

A. Cross-Operator Dataflow

CROPHE focuses on cross-operator scheduling that has
multiple operators processed on-chip and shares data among
them. There are two types of data, the intermediate ciphertext
polynomials, and the auxiliary constant data such as evk and
the BConv matrix. We discuss two techniques that reuse these
two data types, respectively, as illustrated in Figure 5.

First, for intermediate polynomial data that are shared be-
tween their producer and consumer operators, we can forward
them between these operators without spilling to off-chip.
Depending on whether these operators are executed spatially
or temporally, we define two schemes, similar to those in DNN
accelerators [10], [21], [55] (Figure 5 top). First, multiple
operators can be spatially processed by different PEs of the
accelerator, with their intermediate data forwarded among the
PEs. This is called spatial pipelining. In contrast, we can also



temporally execute multiple operators one after another on the
same set of PEs, forming temporal pipelining.

Second, for auxiliary constant data that are shared by opera-
tors of the same type, we can schedule multiple such operators
to execute simultaneously on-chip. Then we can fetch the
auxiliary data only once to feed all the operators. Similarly, we
can also have spatial sharing and temporal sharing (Figure 5
bottom). In the spatial case, the fetched auxiliary data are
forwarded to multiple simultaneously running operators; in the
temporal case, the auxiliary data stay on-chip, and are used
by multiple sequentially executed operators.

Fine-grained pipelining/sharing. The key benefit of both
spatial and temporal pipelining and sharing is achieved when
data are forwarded among operators in a fine granularity rather
than as an entity [2], [21]. This can greatly reduce the on-
chip buffer space requirement and save the chip area. As a
simple example, assume two element-wise operators process
a ciphertext polynomial consecutively. With a spatial pipeline,
the second operator can start executing as soon as the first
one forwards a single element, instead of waiting for the full
(ℓ+ 1)×N matrix. This is illustrated in Figure 5 top as the
pipelining of b[0],b[1], . . . . Similarly, with a temporal pipeline,
the same PE processes each element of the matrix with the
two operators in turn. In both cases, we only need an on-
chip buffer keeping one element, and the full matrix can be
streamed from the off-chip memory. Actually, the techniques
of caching O(1) and O(β ) limbs in MAD [2] are just special
cases of such fine-grained pipelining. Figure 5 bottom further
shows the streaming usage of evk[0],evk[1], . . . , as examples
for the fine-grained sharing of the constant auxiliary data.

To enable data pipelining/sharing at a fine granularity, the
co-running operators under pipelining/sharing must process
each data granule in the same order. The nested loop structure
is a common way to accurately describe how an operator
processes its data, i.e., the operator’s dataflow [42], [46], [58].
Most FHE operators have three loops, the slot dimension N,
the limb dimension ℓ and α , and the digit dimension β . These
loops can be further tiled (e.g., N = N1×N2) or reordered.
For example, with a loop order ℓ▷N (meaning outer ▷ inner),
we process all the N slots of each limb before going to the
next limb. Alternatively, an order N1 ▷ ℓ ▷N2 would process
each limb in a granularity of N2 slots. With this nested loop
notation, fine-grained pipelining/sharing requires the operators
to have the same loops in the same order at the top few
levels, i.e., the outer iterations of the execution match between
the operators. This condition ensures that these operators
produce/consume each chunk of data in exactly the same order,
so the data chunks can be pipelined through, without storing
them all in the buffers. For example, as in Figure 6 bottom
right, the two InP and the col-iNTT operators have the same
top-level loops of α ′ ▷β ▷N1 (here α ′ = α + ℓ+1 is the limb
count after ModUp). Therefore these operators stream every
chunk of N2 elements.

Hierarchical dataflow design space. The above spatial and
temporal pipelining/sharing can be flexibly composed together.
To simplify the dataflow design space while still retaining
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sufficient flexibility, we focus on a hierarchical scheme. At the
bottom level, we use spatial pipelining/sharing to fully utilize
all the PEs in the accelerator. The operators added in each
spatial group should share either intermediate or auxiliary data.
Then, multiple spatial groups can form a temporal pipelin-
ing/sharing group, i.e., they reuse the same accelerator chip
one after another. Note that either level can collapse; e.g., if
all the bottom spatial pipelines only contain a single operator,
these operators are simply a temporal group. Finally, for large
accelerators, even without fine-grained pipelining/sharing, the
buffer may still be able to fully cache the intermediate data.
Thus we add a top level in which adjacent operators exe-
cute sequentially with their intermediate/auxiliary data fully
materialized in the on-chip buffer. This results in a three-level
hierarchy: sequential execution→ temporal pipelining/sharing
→ spatial pipelining/sharing. Figure 6 illustrates an example
of the optimized scheme for HRotate discovered by our
scheduler, which exhibits the three levels.

Optimization goals and challenges. Recall that the goal
of CROPHE is to maximize data reuse with minimum buffer
space. This translates to adding as many operators into the
pipelining/sharing groups while using as fine data granularities
as possible. Our scheduling algorithm in Section V-D searches
for optimized dataflow schemes towards this goal. Before
that, we introduce two novel optimizations for intermediate
ciphertext polynomial pipelining and auxiliary constant data
sharing, respectively, which alleviate the bottlenecks when
grouping corresponding operators.

B. Optimization: NTT Decomposition

When pipelining intermediate data, we need to have as many
matched top-level loops as possible, with large loop sizes,



to achieve the finest granularities. Among the FHE loops,
N is usually significantly larger than the numbers of limbs
and digits, so we would like to keep the N loop or its tiled
subloops at the top level. This is easy for certain operators
like element-wise, BConv, and evk inner-product. But NTT
and automorphism exhibit inter-iteration dependencies across
the N loop, requiring accesses to some other or all N slots
to calculate a new slot. Specifically, as in Figure 7 top, while
the other operators can put the N loop at the outermost and
pipeline on it, iNTT and NTT need all N elements for the
N logN computations. Therefore forwarding and computing at
each slot granularity are not feasible. The mismatched top-
level loops between NTT/automorphism and other operators,
called orientation switches in MAD [2], limit the scope of
pipelining/sharing. If there is not enough SRAM buffer to
transpose the intermediate polynomials on-chip, each orienta-
tion switch would need to spill the data to the off-chip memory.
To avoid this cost, at least O(N) buffer space, e.g., tens to
hundreds of MB, is needed, even in MAD [2].

We leverage the widely known NTT decomposition method
in a novel way to alleviate this issue. NTT decomposition, also
known as four-step NTT, transforms the length-N data into a
2D shape, i.e., N = N1×N2. Then we sequentially perform
N1 instances of length-N2 column (i)NTTs, N1×N2 element-
wise twiddle multiplications, and N2 instances of length-N1
row (i)NTTs. Now the column and row (i)NTT steps have
N1 and N2 independent instances, respectively, and can thus
pipeline along these dimensions. Essentially, with our loop
order notation, we transform the logN ▷N loop nest into N1 ▷
logN2 ▷N2→ N1 ▷N2→ N2 ▷ logN1 ▷N1.

Although in this sequence the outermost loops N1 and N2
do not match, the column and row (i)NTTs can each pipeline
with their preceding and succeeding operators, respectively,
as in Figure 7 bottom. For example, the middle part forms a
row-iNTT→ BConv→ row-NTT pipeline, with a matched N2
outermost loop. If we look at the data access patterns at the
bottom of the figure, row-iNTT could stream in each of the
N2×α chunks one at a time, and perform the small length-
N1 row iNTT on it. BConv can access just α elements each
time, for N1×N2 iterations. Both operators save the on-chip
buffer capacity at least by a factor of N2. The beginning and
end parts also form two pipelines on the N1 loop and save
the buffer capacity by N1×. Orientation switches only happen
two times in the middle of each decomposition, a 2× saving
compared to the top original case. The top spatial pipeline in
Figure 6 also shows a real-case example. The values of N1,
N2 are parameters decided by our scheduler (Section V-D).

C. Optimization: Hybrid Rotation

Recall that sharing auxiliary data requires multiple operators
of the same type. The BSGS-based PtMatVecMult function
seems to be a good candidate for such dataflow, since it
contains many HRot operators with large evk constants, which
incur significant latencies to load from the off-chip memory
and dominate the bootstrapping performance. However, in
the state-of-the-art execution schemes, these HRots cannot
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Fig. 8. Use hybrid rotation (c) to improve data sharing, which combines
Min-KS by ARK [34] (a) and Hoisting by MAD [2] (b).

easily share the evk. ARK [34] proposed the Min-KS flow
shown in Figure 8(a). To obtain all the baby-step HRots for
i = 1,2, . . . ,n1−1 (Algorithm 1 Line 2), Min-KS sequentially
rotates a unit amount in each step with the same evk, but
these HRots have dependencies and can only execute one after
another. Unless the full evk is cached with a large buffer space,
we cannot reuse it with fine-grained sharing. MAD [2] pro-
posed the Hoisting optimization shown in Figure 8(b). It shares
(a.k.a., hoists) the common Decomp, ModUp, and ModDown
operations among different HRots, but these parallel HRots
have different rotation amounts and need different evks. Min-
KS works better in large-SRAM scenarios, whereas Hoisting
excels for small SRAM buffers [2].

We find that these two approaches can be combined into
a hybrid rotation scheme to achieve the best of both worlds,
as well as enabling evk sharing opportunities. As shown in
Figure 8(c), we follow the Min-KS flow to perform coarse-
step rotations, by distances of rHyb,2rHyb, . . . . Then, from each
of these results we use the Hoisting scheme to do fine-step
rotations by 1,2, . . . ,rHyb − 1. Here rHyb is a parameter to
adjust the balance between the two schemes, determined by
our scheduler (Section V-D). Note that this hybrid rotation
has a similar pattern to the BSGS method, but is applied
only to the baby steps, i.e., another decomposition within
BSGS. Specifically, for n1 baby steps in BSGS, there are
⌈n1/rHyb⌉−1 coarse steps following Min-KS, and each coarse
step has rHyb−1 fine steps following Hoisting.

Compared to pure Min-KS, our hybrid rotation uses rHyb
more evks, but saves n1−⌈n1/rHyb⌉ ModUp and ModDown
operations as the main benefits of using Hoisting. Compared to



pure Hoisting, hybrid rotation does more ModUp and Mod-
Down operations, but saves n1− 1− rHyb evks. In addition,
now the fine-step HRots across all the coarse steps can share
the same evks, providing more opportunities for our cross-
operator dataflow optimizations.

D. Scheduling Algorithm

With the cross-operator dataflow design space discussed
above, the CROPHE scheduler aims to identify the optimized
scheme for the given FHE workload on the specific hardware.
Following the three-level hierarchy of sequential execution →
temporal pipelining/sharing → spatial pipelining/sharing, the
scheduler builds all potential schemes in a bottom-up manner,
and uses an analytical hardware cost model to estimate their
performance to decide the best one. This scheduling approach
is widely used in DNN accelerators [21], [29], [37], [42], [58].
We currently use simple exhaustive search, which can handle
our workloads in reasonable time (e.g., searching ResNet-20 in
100 hours using a single CPU core). Scheduling is a one-time
offline cost. We leave more efficient search to future work.
Nevertheless, we already incorporate several techniques that
help alleviate the long scheduling time issue in our current
implementation, such as merging redundant computational
subgraphs to search only once, as described below.

Bottom-up dataflow scheme composition. Given the com-
putational graph of an FHE workload, we generate all sub-
graphs up to a certain size (number of operators, e.g., 7 to
10 in our experiments), and enumerate all loop tiling schemes
and orders for the operators in each sub-graph to compose
the spatial pipelining/sharing groups at the bottom level. The
number of possible loop orders is limited due to the few
loops, so the total number of candidates is not too huge.
For each spatial scheme, we pre-calculate its computation
latency, PE register usage, and global SRAM buffer usage. We
immediately discard the schemes whose data footprints exceed
the hardware register file and/or global buffer capacity.

Then, we use the spatial groups to further compose temporal
pipelining/sharing groups. We consider the spatial groups that
share the same inputs or have adjacent dependencies, and also
have some same top loops for fine-grained pipelining/sharing.
Their global SRAM buffer usages are added up and compared
to the hardware buffer capacity. Similarly, we compose the
top-level sequentially executing groups.

With the above candidates for different sub-graphs of the
workload, the final step is to concatenate them to cover the full
graph. We use dynamic programming to extend the currently
best dataflow scheme until a certain operator, with the next
sub-graph starting from its successor.

For large FHE workloads like ResNet-20 and ResNet-110,
the complete computational graph is too large to directly
consider all possible sub-graphs. We thus pre-partition the
graph into several smaller ones [41]. The above procedure
is then conducted on each partitioned graph. In many work-
loads, there exist significant redundancies in the computational
graphs; e.g., the same sub-graph of KeySwitch appears in
many places. Pre-partitioning also merges these redundant

cases and only searches once. The size limit of the partitioned
graph represents a trade-off between search time and dataflow
efficiency, and is set to 25 empirically in our implementation.

Support for novel optimizations. To support the NTT
decomposition in Section V-B, the scheduler exploits different
N = N1×N2 combinations when composing the spatial groups
containing an NTT operator. Each NTT can use different
decomposition. Different values of N1, N2 of an NTT would
generate separate spatial groups. Fortunately, N1 and N2 should
not be too small; otherwise the decomposed small NTTs
cannot fully utilize the multiple lanes in the PE. Therefore
the combinations are not many.

To support the hybrid rotation in Section V-C, the scheduler
should exploit different rHyb values for each BSGS HRot. This
requires significant graph-level transformations as in Figure 8.
Thus we enumerate it at the very beginning and generate one
computational graph for each rHyb. Then we conduct the above
search on each graph separately.

Hardware cost model. Our scheduler optimizes the end-
to-end execution time. For each spatial/temporal pipelin-
ing/sharing group, it carefully calculates its execution time
with full consideration of both the computation and memory
access latencies. The final time of a group is the maximum of
the two. For computation, the fine-grained pipelining/sharing
could partially overlap the execution of different operators. For
memory accesses, we use the data amount and the memory
bandwidth to derive the latency. Note that this simple analyti-
cal model is used only in the scheduler as an estimation. Our
evaluation is done with detailed cycle-accurate simulation.

VI. METHODOLOGY

Implementation. We implement the CROPHE scheduler as
described in Section V-D, which identifies the optimized cross-
operator dataflow for an FHE workload on a specific hardware
configuration. It is written in Python, with about 12890 lines
of code. The scheduler outputs a dataflow result file that details
the optimized spatial/temporal pipelining/sharing schemes for
all the operators in the workload.

Then we use a mapper to map the dataflow scheme to the
hardware accelerator. It follows the approaches described in
Section IV-B for PE allocation and operator placement. It
generates detailed trace files that describe the execution of
each operator, which can then be fed to our simulator below.

For the CROPHE hardware accelerator, we implement its
major logic units in RTL, and synthesize them using a 7 nm
process [56]. We use FN-CACTI [47] to model the SRAM
buffers and register files. The inter-PE NoC is modeled with
Orion 3 [32]. All components are scaled to 7 nm according to
the parameters from [48]. The PEs operate at 1.2 GHz in a fully
pipelined manner. The SRAM banks are single-ported and run
at doubled frequency of 2.4 GHz. The off-chip memory uses
HBM stacks [30] to offer 1 TB/s total bandwidth, same as the
baseline accelerators.

We also develop a cycle-accurate simulator for the CROPHE
hardware accelerator for performance evaluation. The simu-
lator takes the trace files generated by the mapper to drive



TABLE I
HARDWARE CONFIGURATIONS OF THE TWO CROPHE VARIANTS AND THE BASELINE ACCELERATORS.

BTS [35] ARK [34] CROPHE-64 CL+ [51] SHARP [33] CROPHE-36

Word length (bits) 64 64 64 28 36 36
Logic frequency (GHz) 1.2 1 1.2 1 1 1.2
Number of lanes - 256 256 512 256 256
Number of PEs (or clusters) 2048 4 64 8 4 128
DRAM bandwidth (TB/s) 1 1 1 1 1 1
SRAM bandwidth (TB/s) 38.4 + 292 20 + 72 39 + 314 84 36 + 36 44 + 354
SRAM capacity (MB) 512 + 22 512 + 76 512 + 16 256 180 + 18 180 + 8

Area w/o SRAM & PHY (mm2) 89.5 116.6 129.4 - 89.4 105.5
Area (mm2) 373.6 418.3 362.8 222.7 178.8 251.1
Power (W) 163.2 281.3 195.2 126.8 94.7 181.1

the execution. The operators on the PEs take pre-determined
latencies that match the RTL implementation. We model the
on-chip data transfers across the inter-PE NoC in a cycle-
accurate way. Following the packet-based data communication
scheme described in Section IV-A, the PEs transfer data
packets according to the statically determined data depen-
dencies between co-running operators. The off-chip memory
access latencies are obtained from Ramulator 2 [40], using the
specific memory access traces.

Configurations and baselines. We use two configurations
of CROPHE to compare with the previous baseline FHE
accelerators, as summarized in Table I. First, a 64-bit CROPHE
is used to compare with BTS [35] and ARK [34], both
of which also use 64-bit words. Second, a 36-bit CROPHE
matches SHARP [33], and the same configuration is scaled
to 28-bit (omitted in the table) to also compare with Crater-
Lake [51]. Only CraterLake was at 14 nm so we scale it to
7 nm as reported in [33], denoted as CL+. We configure the
two CROPHE variants to have similar area as the respective
baselines. Table II shows the detailed breakdown of CROPHE-
36. In Section VII-C we will reduce the global SRAM capacity
to demonstrate CROPHE also supports scenarios with limited
on-chip buffers. Note that from Table I it seems CROPHE has
much more lanes × PEs than the baselines. This is because a
CROPHE lane is very simple, only including a single modular
multiplier and a modular adder/substractor, while a lane in
the baselines may contain many dedicated functional units for
NTT, BConv, automorphism, etc. So the total logic capabilities
in CROPHE and baselines are still comparable.

For fair and comprehensive comparison, we carefully model
and reproduce all the baselines on our own simulators. The
reproduced results are slightly slower than those reported
in the original papers. We believe this is due to our more
realistic simulation of DRAM accesses in Ramulator. Fur-
thermore, we consistently apply the state-of-the-art scheduling
method, MAD [2], to all the baselines, further improving their
performance. We also apply several known optimizations to
all designs, such as on-the-fly limb extension (OF-Limb) for
plaintexts [34] and pseudo-random number generation (PRNG)
for evks [2], [51]. We use the same parameter set as each
baseline originally uses when comparing with each, as listed

TABLE II
AREA AND POWER BREAKDOWN OF CROPHE-36.

Component Area (µm2) Power (mW)

256 modular multipliers 337650.31 388.80
256 modular adders/subtractors 27784.55 33.79
64kB register files 67242.02 16.86
Inter-lane network 15806.76 58.17

PE 448483.64 497.62

Area (mm2) Power (W)

128 PEs 57.40 63.70
Inter-PE NoC & crossbars 40.70 67.40
Global buffer 116.05 15.34
Transpose unit 7.38 2.87
HBM PHY 29.60 31.80

Total 251.13 181.11

TABLE III
PARAMETER SETS WHEN COMPARING WITH EACH BASELINE.

Parameter set log2 N L Lboot dnum α

BTS (INS-2) 17 39 19 2 20
ARK 16 23 15 4 6
SHARP 16 35 27 3 12
CraterLake 16 59 51 1 60

in Table III. All of them are able to achieve 128-bit security.
Workloads. We evaluate four workloads, bootstrapping,

HELR1024, ResNet-20, and ResNet-110, as the standard set
of benchmarks used in the baselines. Bootstrapping measures
the end-to-end bootstrapping time, which is a commonly
used metric as many FHE workloads are dominated by the
bootstrapping latency [33]. We use the optimized sparse-
packed bootstrapping method [14]. HELR [24] trains a binary
classification model using logistic regression. A 196-element
weight vector is trained with a set of 14×14 MNIST images.
For consistency with previous studies [33], we use 1024
images and train 32 iterations, and report the average execution
time per iteration. ResNet-20 and ResNet-110 perform DNN
inference on 32× 32× 3 CIFAR-10 images [36] using the
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Fig. 9. Overall performance comparison between CROPHE and baselines.

CKKS implementation [38] of the corresponding ResNet mod-
els [26]. We specifically include ResNet-110 to demonstrate
our scheduling techniques can scale to large-scale workloads.

VII. EVALUATION

We now present the evaluation results of CROPHE when
compared to prior accelerators and scheduling techniques.
Besides the overall performance benefits (Section VII-A), we
particularly highlight the improvements on hardware resource
utilization (Section VII-B), the increasing contributions at
smaller on-chip SRAM capacities (Section VII-C), and the
effectiveness of individual hardware and scheduling optimiza-
tions proposed in this work (Section VII-D).

A. Overall Comparison

Figure 9 compares four designs: the baseline with MAD
scheduling, our CROPHE hardware with MAD scheduling,
CROPHE, and CROPHE-p. CROPHE-p statically partitions
the PEs on the accelerator chip into a few clusters (e.g., 2
or 4, automatically determined by the scheduler), with all the
clusters running the same workloads in a data-parallel fashion.
Each cluster is scheduled as before. We find this partitioning
helps better utilize the abundant hardware resources, and also
allows more sharing for the auxiliary constant data like evks
across clusters, as long as there exist independent input data.

TABLE IV
RESOURCE UTILIZATION ON DIFFERENT DESIGNS FOR RESNET-20.

Design PEs NoC SRAM DRAM
b/w b/w b/w

ARK+MAD 39.48% - 32.71% 68.54%
CROPHE-64 62.97% 64.45% 31.58% 61.32%
CROPHE-p-64 76.69% 72.72% 19.51% 70.62%

SHARP+MAD 41.73% - 63.44% 51.83%
CROPHE-36 56.53% 61.64% 61.35% 43.20%
CROPHE-p-36 65.46% 74.06% 45.66% 49.88%

Overall, CROPHE exhibits significant performance im-
provements. On the four workloads, CROPHE-64 achieves
3.60×, 3.21×, 3.00×, and 3.38× speedups over BTS+MAD,
and 1.71×, 2.97×, 1.45×, and 1.53× over ARK+MAD.
Similarly, CROPHE-36 outperforms SHARP+MAD by 1.55×,
1.15×, 1.36×, and 1.64×. The data-parallel CROPHE-p is
even faster, with 1.75×, 4.86×, 2.39×, and 2.39× speedups
over ARK+MAD, and 2.54×, 1.89×, 2.24×, and 2.70×
speedups over SHARP+MAD. These performance advantages
are mainly due to the better cross-operator dataflow that
significantly reduces data accesses to more expensive memory
levels (off-chip DRAM, global SRAM) for both intermediate
ciphertexts and auxiliary constants. More detailed data are in
Figure 11 in Section VII-D.

Note that sometimes using our hardware architecture with
MAD performs worse than the baselines, e.g., SHARP. This
is because the MAD dataflow only has limited operator fusion
and cannot create large operator pipelining/sharing groups to
fully utilize the large amount of PEs in our hardware. In
addition, when the intermediate data are not directly forwarded
between PEs, they need to be written to the SRAM buffer or
even the off-chip DRAM, and read back later. These problems
substantially degrade performance. The CROPHE dataflow
schemes are able to alleviate these issues, and thus necessary
to unlock the full potential of our hardware architecture.

B. Resource Utilization

Table IV shows the utilization of PEs, NoC bandwidth,
global SRAM buffer bandwidth, and off-chip DRAM band-
width when executing ResNet-20 on different designs. When
reproducing the baselines, for simplicity we assume idealized
NoC performance, so this utilization is not shown. The PE
utilization in CROPHE can reach 57% to 77%. The state-of-
the-art baselines like SHARP can have 65% utilization for their
NTT and element-wise engines, while the other dedicated units
for BConv and automorphism have much lower utilization
below 30% as reported in their original paper [33, Figure
6(b)]. This result demonstrates the benefit of higher resource
utilization from our flexible homogeneous architecture.

For SRAM and DRAM bandwidth, the utilization remains
similar to the baselines. This is because both the data access
amount and the execution time have reduced. The former is
because of the better cross-operator dataflow in CROPHE that
better reuses data on-chip, as illustrated in Figure 11. The
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Fig. 10. Performance comparison between CROPHE and baselines at smaller
SRAM capacities.

fewer accessed data can be fetched using the full bandwidth
in shorter amounts of time.

Finally, CROPHE has more intensive on-chip data transfers
due to more complex operator mapping. Therefore the NoC
bandwidth exhibits high utilization and potentially bounds the
performance. Fortunately, our heuristic mapping strategies in
Section IV-B are able to deliver sufficiently good efficiency.

C. Performance at Smaller SRAM Capacities

The key benefit of CROPHE is to exploit the fine-grained
data pipelining/sharing to reduce the required on-chip SRAM
buffer space. Figure 10 reduces the global buffer capacities
of the original 64-bit and 36-bit configurations, and compares
with the best baseline in each case, i.e., ARK and SHARP.
Generally, the speedups of CROPHE increase as the SRAM
shrinks. Between CROPHE-36 and SHARP, the speedups at
45 MB increase to 3.20×, 3.11×, 2.78×, and 3.42× from
1.55×, 1.15×, 1.36×, and 1.64× at 180 MB.

Note that one surprising result is that in Figure 10(c) and (d),
CROPHE-p-36 with 45 MB is even faster than SHAPR+MAD
with 180 MB. There are several reasons. First, as explained be-
fore, the CROPHE techniques significantly improve the cross-
operator data reuse and reduce the necessary SRAM capacity
to buffer intermediate data. We notice that in SHARP+MAD,
we only need about 90 MB to achieve near-minimal DRAM
accesses after applying MAD (the MAD paper uses even
more aggressive 32 MB designs [2]). The rest space is used
mainly to keep the many HMult/HRot evks. CROPHE uses
the hybrid rotation optimization to more efficiently handle
these evks. This makes the non-data-parallel CROPHE-36
with 45 MB perform similarly to SHARP+MAD with 180 MB.
Second, our data-parallel use of CROPHE further enables
sharing the expensive evks across multiple independent tasks.
This extra benefit makes CROPHE-p-36 even faster, eventually
outperforming SHARP+MAD.

D. Performance Breakdown

Finally, we break down the impact of our various novel
techniques for cross-operator dataflow scheduling in Figure 11,
which runs the bootstrapping workload on the two CROPHE
configurations at a small SRAM capacity. We first evaluate
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Fig. 11. Performance improvement breakdown of CROPHE techniques, and
the corresponding data access traffic to SRAM and DRAM. Running the
bootstrapping workload.

a design that only uses the CROPHE homogeneous hard-
ware architecture, with the prior MAD dataflow (denoted as
“MAD”). We use ARK’s Min-KS [34] for HRot in this design.
Performance drops by 2.40× and 1.31× compared to the
ARK and SHARP baselines. These results indicate that, while
the homogeneous architecture is simple to implement and
potentially allows for higher utilization, without a specially op-
timized dataflow scheme, performance would still suffer since
existing scheduling techniques fail to fully exploit its potential.
Thus, the homogeneous and unified hardware architecture and
the comprehensive cross-operator dataflow optimizations are
tightly coupled and should be jointly applied. Second, by
switching from MAD to our basic cross-operator dataflow in
Section V-A (denoted as “Base”), we can roughly match the
baselines, with 0.75× to 1.31× speedups. These are because
of the significant decreases in the SRAM and DRAM accesses
as shown in the figure. These results demonstrate that even the
basic cross-operator dataflow framework in CROPHE is more
comprehensive and optimized than the baseline MAD. Further
enabling the NTT decomposition (Section V-B, denoted as
“NTTDec”) and hybrid rotation (Section V-C, denoted as
“HybRot”) optimizations leads to further speedups and data
access reduction. Between the two, the benefits of hybrid
rotation are more significant than those of NTT decomposition,
as managing evks is highly critical with limited SRAM space.
In this scenario, CROPHE adaptively uses a hybrid rotation
scheme close to Hoisting to reduce computations, as the evk
cannot fit on-chip even with the Min-KS technique. Finally,
combining the two can result in the best performance, which
is 1.65× and 3.21× faster than the corresponding baselines.

VIII. CONCLUSIONS

We explore the opportunities of cross-operator dataflow
optimization for FHE accelerators in this paper, and present
the CROPHE framework. CROPHE discovers efficient cross-
operator dataflow schemes with spatial/temporal data pipelin-
ing/sharing among FHE operators, and maps them onto a
homogeneous and unified hardware architecture. Two novel
optimizations for NTT and HRot are also proposed to further
improve the efficiency. CROPHE is able to achieve better
performance with reduced data movement cost compared to
state-of-the-art accelerators and dataflow schemes.
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